# ArrayList

## 简介

动态数组，底层是一个数组，主要使用来装载数据，但是不能装载基本数据类型，只能装载基本数据类型对应的包装类，对ArrayList的操作都是在操作数组；它的查找和访问元素的速度较快，但新增，删除消息可能较低，（**当数组到达最大容量时，新增就会先进行数组扩容，也就是将原数据复制到新的数组上；删除时，如果不是删除最后下标的数据，那么就会将删除为之后的数据向前移动1位。**）提供动态增加和删除元素，实现list接口；线程是不安全的
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源码分析

java.util.AbstractCollection<E>抽象类，提供了Collection接口的骨干实现，最大限度的减少实现此接口所需的工作

如果要实现一个不可修改的collection，只需要扩展此类，并实现iterator和size方法即可，

如果要实现一个可修改的collection，还需要重写此类的add方法，因为这个add方法是直接抛出UnsupportedOperationException异常

java.util.AbstractList<E> 提供list接口的骨干实现，从而实现最大限度的减少了实现由随机访问数据存储（比如数组）支持的接口需要的工作，对于连续的访问数据（如链表），应优先使用[AbstractSequentialList](https://baike.baidu.com/item/AbstractSequentialList)，而非此类。LikedList就是继承AbstractSequentialList

要实现不可修改的列表，只需要扩展此类，并提供get(index)和size()方法即可

要实现可修改的列表，那么就需要重写 add,remove set方法 这些方法在AbstractList中都是直接抛出UnsupportedOperationException异常（不支持操作异常）

## ArrayList成员变量

**private** **static** **final** **int** *DEFAULT\_CAPACITY* = 10;容器默认初始容量

**private** **static** **final** Object[] *EMPTY\_ELEMENTDATA* = {};当调用非无参构造函数时，指定的初始化长度为0时将这个对象赋值给elementData原数组

**private** **static** **final** Object[] *DEFAULTCAPACITY\_EMPTY\_ELEMENTDATA* = {};调用无参构造函数时将这个对象赋值给elementData原数组

**transient** Object[] elementData; 用来存储数据的数组元素数组

**private** **int** size;数组中存放数据的个数，包括添加null的个数

private static final int MAX\_ARRAY\_SIZE = Integer.MAX\_VALUE - 8;数组的最大容量 如果数组长度超过这个值，那么可能抛出outofmemoryerror(内存溢出异常)

protected transient int modCount = 0;定义在AbstractList中，用来记录新增删除节点操作的次数

## 构造函数

无参构造函数

**public** ArrayList() {

调用无参构造函数时将*DEFAULTCAPACITY\_EMPTY\_ELEMENTDATA*这个对象赋值给elementData原数组

**this**.elementData = *DEFAULTCAPACITY\_EMPTY\_ELEMENTDATA*;

}

带参构造函数，参数是int类型的，用来指定初始化数组长度

**public** ArrayList(**int** initialCapacity) {

**if** (initialCapacity > 0) {

**this**.elementData = **new** Object[initialCapacity];

} **else** **if** (initialCapacity == 0) {

参数为0，数组长度为0，

**this**.elementData = *EMPTY\_ELEMENTDATA*;

} **else** { 参数为负，抛出异常

**throw** **new** IllegalArgumentException("Illegal Capacity: "+

initialCapacity);

}

}

带参构造函数，参数是一个collection集合

**public** ArrayList(Collection<? **extends** E> c) {

集合对象调用toArray()方法将集合转换为数组并且赋值给元数组

elementData = c.toArray();

**if** ((size = elementData.length) != 0) {

// c.toArray might (incorrectly) not return Object[] (see 6260652)

**if** (elementData.getClass() != Object[].**class**)当不是正确的数组时

elementData = Arrays.*copyOf*(elementData, size, Object[].**class**);

} **else** {

// replace with empty array.

**this**.elementData = *EMPTY\_ELEMENTDATA*;

}

}

## 添加元素方法

![](data:image/png;base64,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)

add(e):在数组的最后添加对象

add(index,e)在数组的指定位置添加对象

addAll(collection)将collection集合添加到当前数组中，从最后位置开始

addAll(index,collection)，从指定位置添加集合，并且之后的对象向后为集合长度位

添加过程中如果添加的对象个数超过了数组的长度，那么首先要对数组进行扩容

### add(e)方法

**public** **boolean** add(E e) {

ensureCapacityInternal方法判断是否对数组进行扩容，如果添加后数组的容量超过了当前数组的最大容量，那么就要对数组进行扩容，参数表示数组的对象容量

ensureCapacityInternal(size + 1); // Increments modCount!!

elementData[size++] = e;在size+1位置上赋值

**return** **true**;

}

ensureCapacityInternal方法判断是否对数组进行扩容

minCapacity表示数组的最小容量

**private** **void** ensureCapacityInternal(**int** minCapacity) {

**if** (elementData == *DEFAULTCAPACITY\_EMPTY\_ELEMENTDATA*) {

表示使用无参构造函数初始化ArrayList对象，那么要设置源数组的初始容量

minCapacity = Math.*max*(*DEFAULT\_CAPACITY*, minCapacity);

}

ensureExplicitCapacity(minCapacity);

}

minCapacity表示数组的最小容量

**private** **void** ensureExplicitCapacity(**int** minCapacity) {

modCount++;记录操作次数

// overflow-conscious code

**if** (minCapacity - elementData.length > 0)

如果数组的容量大于了当前数组的最大容量那么就要对数组进行扩容，扩容在grow方法中进行

grow(minCapacity);

}

**private** **void** grow(**int** minCapacity) {

// overflow-conscious code

**int** oldCapacity = elementData.length;

新容量原容量的1.5倍

**int** newCapacity = oldCapacity + (oldCapacity >> 1);

**if** (newCapacity - minCapacity < 0)

newCapacity = minCapacity;当数组的最小容量大于扩容后的容量，就将数组最小容量值赋值给新容量

**if** (newCapacity - *MAX\_ARRAY\_SIZE* > 0)当新容量大于最大数组长度时，那数组的长度就为int的最大值

newCapacity = *hugeCapacity*(minCapacity);

// minCapacity is usually close to size, so this is a win:

elementData = Arrays.*copyOf*(elementData, newCapacity);将当前数组拷贝到扩容后的数组上，将扩容后的数组赋值给元数组

}

### add(index,e)方法

add(index,e)在链表上的指定位置插入数据

**public** **void** add(**int** index, E element) {

校验index，只能在已经添加过数据的位置上插入

rangeCheckForAdd(index);

判断是否要扩容

ensureCapacityInternal(size + 1); // Increments modCount!!

首先将插入位及其之后的数组向后移动一位，然后将插入位的值赋值为指定的值

System.*arraycopy*(elementData, index, elementData, index + 1,

size - index);

elementData[index] = element;

size++;

}

### addAll(c)方法

addAll(c):添加集合对象

**public** **boolean** addAll(Collection<? **extends** E> c) {

Object[] a = c.toArray();将集合对象转换为数组，然后获取这个数组的长度

**int** numNew = a.length;获取长度

集合数组的长度加上当前elementData数组实际容量就是数组最新的容量

判断这个容量是否大于elementData数组的长度，大于的话就进行扩容

ensureCapacityInternal(size + numNew); // Increments modCount

然后将集合数组从0位开始向elementData数组的第size为开始拷贝数据，拷贝的长度时集合数组的长度

System.*arraycopy*(a, 0, elementData, size, numNew);

size += numNew;数组最新的实际容量

**return** numNew != 0;

}

## 删除元素

list.remove(index);删除指定位置的数据

list.remove(Object);删除指定的数据

list.removeAll(Collection)删除指定的集合

remove(index);删除指定为的数据，方法返回删除的数据

**public** E remove(**int** index) {

rangeCheck(index);校验index，index应该小于size；不在这个范围抛出异常

modCount++;操作次数+1

E oldValue = elementData(index);获取index位置的数据

**int** numMoved = size - index - 1;判断index之后的元素个数，如果为0，表示在最后删除

**if** (numMoved > 0)

个数大于0，不在最末尾删除，那么就将index后的元素全部向前移动一位

System.*arraycopy*(elementData, index+1, elementData, index,

numMoved);

size减1，并且将最后一位设置为null

elementData[--size] = **null**; // clear to let GC do its work

**return** oldValue;//返回删除位置的数据

}

remove(Object)删除指定的数据，删除成功返回true，没有找到要删除的数据返回false

**public** **boolean** remove(Object o) {

**if** (o == **null**) {

o为null遍历elementData数组，遍历从0到size-1位 ，如果找到值为null的节点，就执行删除那个节点

并且返回true，

**for** (**int** index = 0; index < size; index++)

**if** (elementData[index] == **null**) {

fastRemove(index);

**return** **true**;

}

} **else** {

和上面类似遍历elementData数组，找到和o相等的元素进行删除，然后返回true

**for** (**int** index = 0; index < size; index++)

**if** (o.equals(elementData[index])) {

fastRemove(index);

**return** **true**;

}

}

如果没有找到要删除的元素，那么就remove(object)方法就放回false

**return** **false**;

}

删除方法，和remove(int)删除指定位置的元素方法 类似，只是这是个void方法

**private** **void** fastRemove(**int** index) {

modCount++;

**int** numMoved = size - index - 1;

**if** (numMoved > 0)

System.*arraycopy*(elementData, index+1, elementData, index,

numMoved);

elementData[--size] = **null**; // clear to let GC do its work

}

removeAll(Collection),删除在集合中存在的元素

**public** **boolean** removeAll(Collection<?> c) {

Objects.*requireNonNull*(c);集合为空抛出异常

**return** batchRemove(c, **false**);具体实现删除的过程

}

Complement值为false

**private** **boolean** batchRemove(Collection<?> c, **boolean** complement) {

**final** Object[] elementData = **this**.elementData;原数组

**int** r = 0, w = 0;

**boolean** modified = **false**;

**try** {

遍历原数组，找到原数组不在集合中的元素，将这些元素从0为开始保存在原数组上（会覆盖一些位置的数据被覆盖的就是要删除的），将不需要删除的元素全部转移到数组从0到w-1位置，然后将w之后的全部设置为null就完成删除

**for** (; r < size; r++)

**if** (c.contains(elementData[r]) == complement)

elementData[w++] = elementData[r];

} **finally** {

// Preserve behavioral compatibility with AbstractCollection,

// even if c.contains() throws.

**if** (r != size) {在判断集合中是否存在数组中的数据时出现异常就这些这段代码，一般不会出现

System.*arraycopy*(elementData, r,

elementData, w,

size - r);

w += size - r;

}

**if** (w != size) {

// clear to let GC do its work

**for** (**int** i = w; i < size; i++)

elementData[i] = **null**;

modCount += size - w;删除的个数

size = w;

modified = **true**;

}

}

**return** modified;如果有删除就返回true，没有就返回false

}

获取指定位置的元素get(index)

index在size范围内，就直接获取

elementData[index]

修改指定位置的元素set(index,e)

index在size范围内，直接给index赋值e即可

elementData[index]=e

## sort方法

对ArrayList进行排序，sort方法，要自定义一个实现java.util.Comparator<? super E>的比较器

作为参数传入sort

**public** **void** sort(Comparator<? **super** E> c) {

**final** **int** expectedModCount = modCount;

Arrays.*sort*((E[]) elementData, 0, size, c);

**if** (modCount != expectedModCount) {

**throw** **new** ConcurrentModificationException();

}

modCount++;

}

## 数组扩容实现

System类的arraycopy方法实现数组复制扩容

从源数组的srcPos位置开发向目标数组dest的destPos位置开发复制length位值，

public static native void arraycopy(

Object src, 原数组

int srcPos,原数组起始位置

Object dest, 目标数组

int destPos,目标数组的起始位置

int length 拷贝的长度

);

Arrays类封装了System.arraycopy方法，

传入源数组，和拷贝的长度

public static <T> T[] copyOf(T[] original, int newLength) {

源数组的class对象作为创建目标数组的class对象

return (T[]) copyOf(original, newLength, original.getClass());

}

传入源数组，和拷贝的长度，以及目标数组的class类型

public static <T,U> T[] copyOf(U[] original, int newLength, Class<? extends T[]> newType) {

更具传入的class类型创建目标数组，然后实现数组拷贝

@SuppressWarnings("unchecked")

T[] copy = ((Object)newType == (Object)Object[].class)

? (T[]) new Object[newLength]

: (T[]) Array.newInstance(newType.getComponentType(), newLength);

System.arraycopy(original, 0, copy, 0,

Math.min(original.length, newLength));

return copy;

}

## 迭代器

ArrayList实现了接口java.util.Iterable接口，重写iterator方法这个方法返回实现Iterator的迭代实例对象

ArrayList的内部类Itr，实现Iterator接口，ArrayList对象通过iterator（）方法创建这个类的对象

**private** **class** Itr **implements** Iterator<E>

**int** cursor;指针，指向下一个返回数据的位置索引，初始化的时候默认值为0，索引位置从0开始

**int** lastRet = -1; 最后一个返回数据的位置，当没有赋值时，值为-1

**int** expectedModCount = modCount;记录elementData数组添加或者删除节点的次数

获取当前节点数据，指向下一个节点

**public** E next() {

checkForComodification();比较期望的修改节点次数和当前的修改次数，如果不相等抛出异常ConcurrentModificationException

**int** i = cursor;

**if** (i >= size)指针索引大于size,超过了当前数组的实际容量，抛出异常

**throw** **new** NoSuchElementException();

Object[] elementData = ArrayList.**this**.elementData;

**if** (i >= elementData.length) 指针索引超过了当前数组的最大容量，抛出异常

**throw** **new** ConcurrentModificationException();

cursor = i + 1;修改指针，表示指向下一个位置

**return** (E) elementData[lastRet = i];获取当前位置的数据

}

校验modCount和expectedModCount

**final** **void** checkForComodification() {

**if** (modCount != expectedModCount)

**throw** **new** ConcurrentModificationException();

}

Itr的remove方法

**public** **void** remove() {

当Itr初始化时lastRet的值为-1，直接调用remove方法后抛出异常

**if** (lastRet < 0)

**throw** **new** IllegalStateException();

checkForComodification();比较期望的修改节点次数和当前的修改次数，如果不相等抛出异常ConcurrentModificationException

**try** {

调用ArrayList的remove(index)方法（根据位置删除节点的方法）

ArrayList.**this**.remove(lastRet);

cursor = lastRet; lastRet赋值给cusor，所以指针cursor的值一直是0

lastRet = -1;lastRet赋值为-1，所有值迭代对象的循环体中直接执行remove方法都会抛出异常，在执行删除方法之前必须调用next方法，让lastRet指向当前指针位置

expectedModCount = modCount;

} **catch** (IndexOutOfBoundsException ex) {

**throw** **new** ConcurrentModificationException();

}

}

ArrayList的另一个内部类ListItr继承了Itr,实现了ListIterator接口

ListItr提供了一个带参构造函数，参数是int类型

ListItr(**int** index) {

**super**();

cursor = index;用来给Itr的cursor赋值，这样就可以指定指针指向的初始位置

}

ListItr还提供了add,set等方法，

ArrayList提供了2个方法来创建这个类的对象：listIterator()，listIterator(index)

重载listIterator方法，带参数的指定cursor

**public** ListIterator<E> listIterator() {

**return** **new** ListItr(0);

}

**public** ListIterator<E> listIterator(**int** index) {

**if** (index < 0 || index > size)

**throw** **new** IndexOutOfBoundsException("Index: "+index);

**return** **new** ListItr(index);

}

ArrayList实现了Iterable接口，那么就可以使用foreach循环体遍历数据，ArrayList对象使用foreach循环体时，内部会调用iterator方法创建Iterator的实现类Itr类的对象，每循环一次就调用一次Itr的next（）方法，依次返回数组每个位置上的对象

**for** (String string : list) string就是Itr类对象调用next方法返回的

{

System.*out*.println(string);

}

for循环遍历ArrayList比用foreach遍历ArrayList快，for循环遍历，使用get(index)方法获取数组节点对象，直接通过数组的下标就可以返回对象

foreach通过Itr对象的next()方法来获取对象，在方法内部要进行指针判断，指针修改等操作，所有效率相对而言会低一些

在foreach循环中add或者remove，会抛出java.util.ConcurrentModificationException

在使用foreach循环时每次都会调用next（）方法获取对象，在next方法中会验证操作次数和期望的是否相等，期望的在初始化话后没有修改那么就不会改变，执行异常remove后，实际修改次数已经变了，所以在下次执行next方法时就会抛出异常，add方法同理，所以不要在ArrayList的foreach中执行add或者remove方法；

可以使用迭代对象的remove方法

**while** (iterator.hasNext())

{

iterator.next();必须要先调用next方法给lastRet赋值，当Itr初始化时lastRet的值为-1，直接调用remove方法后抛出异常

iterator.remove();

}

循环遍历ArrayList集合时，for和foreach的耗时时间差不多，多次测试可以发现，for循环效率比foreach的效率还要高一些；

循环遍历LinkedList集合时，for循环的耗时明显高于foreach循环的耗时。

在不确定长度或者计算长度有损性能的时候用foreach比较方便；当遍历链表结构的集合时一定不要用for循环。

RandomAccess接口是一个标记接口，实现这个接口的list集合支持快速随机访问官网还特意说明了，如果是实现了这个接口的 **List**，那么使用for循环的方式获取数据会优于用迭代器获取数据

# 多线程环境下使用ArrayList

## 线程不安全的两种体现

### 数组越界

Arraylist添加元素分为2步，第一步是不安全的，在多线程进行add操作时可能导致elementData数组越界

### 元素值被覆盖和为空

## ArrayList线程安全处理

### Collections.synchronizedList

这个方法将ArrayList转换为线程安全的容器然后使用

### add方法加锁

调用add方法时使用锁保证线程安全

### 使用copyOnWriteArrayList代替ArrayList

### 使用ThreadLocal

使用ThreadLocal变量确保线程封闭性，相当于将变量和线程绑定，也就是说新增一个线程就会new一个变量，这会在一定程度上造成内存消耗